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ABSTRACT
We have gained experience over the past ten years while teaching an introductory programming module where the assignments are automatically assessed. Our experience of using automatic assessment improved our skills in setting clearer assignments of a higher quality, which are easier to assess. We use an example to describe how we set an assignment. This example assignment and its memorandum were the starting point for the design of a new memo format for our automarker. The strategies used for setting the assignment were developed for setting assignments suitable for automatic assessment. We explain how these strategies can be used for setting an assignment and formulating the instructions for its manual assessment. This is a guideline for creating quality assignments of this kind.

Categories and Subject Descriptors
K.3.2 [Computers and Education]: Computer and information Science Education; K.3.1 [Computers and Education]: Computer Use in Education.

General Terms
Human Factors

Keywords
Programming assignment, assessment, automatic assessment

1. INTRODUCTION
The Programming assignments have been assessed automatically for almost the same length of time as programming has been taught. Automated assessment is employed in many programming courses at tertiary education institutions [6, 10, 12].

In February 2016 we will celebrate the tenth anniversary of our own system, called Fitchfork, which we use for the automatic assessment of programming tasks. When assessing a program, Fitchfork compares the output produced by a student’s program with a specified expected result.

Each program submitted is executed several times, each time with different test data as stipulated in a memorandum.

Regular expressions are used for the specification of the expected output for each test case. Students submit their programs by uploading via a web interface and receive their feedback on the same interface.

The quality of the assessment and feedback given as a result of the assessment depend on the rubric used for the assessment. The formulation of assessment instructions is an art, whether the assignment is intended to be assessed using an automarker such as Fitchfork or intended to be assessed manually. In this paper we present a tutorial on how to create quality programming assignments. To this end, we describe the design of an assignment and the specification of its assessment rubric. The rubric is aimed at automatic assessment but could easily be formulated for manual assessment.

Section 2 describes a sample assignment as a means of illustrating the different aspects of a rubric for assessment. The formulation of rubrics and memoranda is closely linked to the principles of software testing. In Section 3 we illustrate how testing theory informs the way we design a test suite for a memo. Section 4 emphasises feedback as an important aspect of formative assessment and indicates how it should be incorporated in a memorandum for automatic assessment. An often neglected aspect of assessment is balancing the difficulty level of questions with the allocation of marks to ensure fairness. In Section 5 we describe our rule of thumb for doing this. Table 2 is the outcome of a typical balancing act which we usually apply before setting a memo for automatic assessment. Section 6 gives an example of how this is translated into assessment instructions for the manual evaluation of the assignment described in Section 2.

2. THE ASSIGNMENT
Assessment is intended to measure the students’ competence with specific programming concepts. When one has to set an assignment to achieve this goal, one has to identify the learning outcomes, formulate the tasks aimed at testing the learning outcomes, select a theme and design an assignment based on these elements.

Our sample assignment is designed to provide experience in the manipulation of C-String type arrays – null terminated
character arrays. Typically one would require the students to be able to use an appropriate variable to hold a C-String, to initialise the variable with a value which is read from the keyboard, and to apply some of the functions listed in Table 1. The assignment should also reinforce the definition and use of user-defined functions.

Programming the word game called Pig Latin requires the student to use the above-mentioned skills, making it a suitable theme for the assignment.

3. TESTING

It is important for students to know how to test the functional correctness of their programs. To support this, Basu et al. [3] provide test suites and require their students to prove their understanding of the purpose of a test case before allowing them to apply it. Students with a better understanding of testing are better equipped to accept the results from an automarker [9]. For this reason, we teach our students techniques for designing test cases. We apply these techniques when designing our test suites for assessing a program.

<table>
<thead>
<tr>
<th>Function</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>bool isalpha(char)</td>
<td>Returns true if the argument is a letter of the alphabet and false otherwise.</td>
</tr>
<tr>
<td>bool isupper(char)</td>
<td>Returns true if the argument is an uppercase letter and false otherwise.</td>
</tr>
<tr>
<td>bool islower(char)</td>
<td>Returns true if the argument is a lowercase letter and false otherwise.</td>
</tr>
<tr>
<td>char toupper(char)</td>
<td>Returns the uppercase equivalent of its argument.</td>
</tr>
<tr>
<td>char tolower(char)</td>
<td>Returns the lowercase equivalent of its argument.</td>
</tr>
<tr>
<td>int strlen(char[])</td>
<td>Returns the number of characters in its argument.</td>
</tr>
<tr>
<td>void strcat(char[], char[])</td>
<td>Appends the second argument to the first argument.</td>
</tr>
</tbody>
</table>

**Assignment**

Pig Latin is a constructed language game. English words are altered according to a set of rules to conceal their meaning. The reference to Latin is a deliberate misnomer, as it is used only for its English connotations as a foreign-sounding language. The rules for changing standard English into Pig Latin are as follows:

- For words that begin with a consonant, the initial consonant or consonant cluster is moved to the end of the word, and “ay” is added, as in the following examples:
  - “happy” → “appyhay”
  - “duck” → “uckday”
  - “glove” → “oveglay”

- For words that begin with a vowel, “way” is added at the end of the word, as in the following examples:
  - “egg” → “eggway”
  - “inbox” → “inboxway”
  - “eight” → “eightway”

The following example is a test run of the program:

Enter English word: happy
The Pig Latin for happy is appyhay

**Specifications**

- Write a function called isVowel. It should have one argument of type char. It should return true if the argument is a vowel and false otherwise.
- Write a function with the following prototype
  
  ```c
  void toPigLatin(const char[], char[])
  ```

  The first parameter is the input. After calling the function, the second parameter should contain the Pig Latin of the given word.

- Write a program that uses the above functions. It should prompt the user for a word and convert the given word into Pig Latin. It should accept a word in mixed case and output it in Pig Latin in lower case only.

  - The program should produce an error message if the user input is not a character string which contains only alphabetical characters.

  We usually include a sample test run of the required program when specifying an assignment. This sample uses limited test cases. We expect the students to design and apply their own test suites before submitting their assignments. If their own test suite does not cater for certain cases which have been included in the test suite used in our memorandum, the feedback when failing such cases should guide the students to identify the missing cases in their own test suites.

  The test cases used in the assessment have to be well thought out so that the assignment can fairly measure the competencies it is intended to measure. The quality of the assessment relies heavily on the effectiveness of the test suites applied when testing the students’ programs.
Table 2 describes a test suite for our example assignment. There is no need to have test cases with words starting with more vowels, as the program is not required to behave differently in such cases.

4. FEEDBACK
Assessment is integral to the learning process. When applied to assessing the students’ progress it is called summative assessment. When assessment is applied to support learning, it is called formative assessment. Formative assessment requires a feedback cycle [3, 14]. Feedback helps students to discover errors in their programs and to learn from their mistakes. When students are allowed multiple submissions, as can be arranged when using an automarker, they may revise their submissions to reinforce this learning [11].

The accuracy and usefulness of feedback rely on the accuracy of the test cases as well as on the way the person who assesses or sets the memorandum for an automarker formulates the feedback. The theories regarding the error messages produced by software provide useful ideas that should be used when formulating the feedback.

<table>
<thead>
<tr>
<th>Test case</th>
<th>Basic</th>
<th>Quality</th>
<th>Extreme</th>
</tr>
</thead>
<tbody>
<tr>
<td>Evaluate the input prompt</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Prompt has expected keyword</td>
<td>2</td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>Prompt ends with colon and space</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Evaluate the bool isVowel(char) function</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>argument is a vowel in lowercase</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>argument is a vowel in uppercase</td>
<td></td>
<td>1</td>
<td></td>
</tr>
<tr>
<td>argument is a consonant in lowercase</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>argument is a consonant in uppercase</td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>argument is not an alphabetical character</td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>argument is the null character</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Evaluate translation to Pig Latin</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word starting with a vowel</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word starting with a single consonant</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word starting with a consonant cluster of two letters</td>
<td>3</td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word starting with a consonant cluster of three letters</td>
<td></td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>input is a word starting with a consonant cluster of seven letters</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Evaluate conversion to lower case</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word in lowercase</td>
<td>3</td>
<td>2</td>
<td>1</td>
</tr>
<tr>
<td>input is a word in uppercase</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word in lower case with the first letter in uppercase</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word in lower case with some letters in uppercase</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Evaluate the error message</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>input is a word containing non-alphabetical characters</td>
<td>1</td>
<td></td>
<td>1</td>
</tr>
<tr>
<td>input is an empty string</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Total</td>
<td>20</td>
<td>10</td>
<td>5</td>
</tr>
<tr>
<td>Percentage of total</td>
<td>57.1%</td>
<td>28.6%</td>
<td>14.3%</td>
</tr>
</tbody>
</table>

5. BALANCE
The criteria for the effective assessment of the identified outcomes by using the selected tasks involve weighting the importance of tasks, estimating their difficulty and balancing the marks allocated for a fair assessment of the specific outcomes in question. This is not a trivial task. A well-founded framework should be used. One of the most familiar educational frameworks of this kind is the *Taxonomy of Educational Objectives* commonly referred to as Bloom’s taxonomy [Error! Reference source not found.]. Anderson [Error! Reference source not found.] explains that such a taxonomy is an important instrument for the preparation of assessment tasks. Ideally each examination, test and task should be evaluated and balanced by using the now widely accepted revised Taxonomy for Learning, Teaching, and Assessing by Anderson et al. [Error! Reference source not found.] or the equally applicable and more modern SOLO taxonomy [Error! Reference source not found.]. Johnson and Fuller [Error! Reference source not found.] acknowledge its use as a way of ensuring that assessment strikes the right balance between the rote learning of content and high-level skills such as synthesis and evaluation, whereas Scott...
[Error! Reference source not found.] blames an imbalance in the levels of Bloom’s taxonomy in tests and assignments for the bimodal distribution of frequencies versus test scores often observed in computer science tests.

Instead of using a comprehensive framework such as the above-mentioned frameworks, we find it adequate to evaluate the difficulty level tested in each test case, using the following three levels:

**Basic** Students who have a basic understanding and application of the specific learning criteria for the task, should pass the test.

**Quality** Students who apply general quality requirements without an explicit instruction to do so, should pass the test.

**Extreme** Students who have a deeper understanding and implement robust programs capable of dealing elegantly with extreme tests should pass the test.

Even with the best intentions, such classification remains highly subjective. It is depends on many factors, such as how the task was formulated, the amount of guidance the students received before being given the task, the level of assistance students received while programming their solutions and the current competency level of the students.

As a rule of thumb, at least 50% of the marks should be allocated to basic cases and not more than 15% of the marks should be allocated to extreme cases. This can be achieved by adjusting the weight assigned when passing each of the test cases. Table Error! Reference source not found. shows how we classified the test cases for our sample assignment in the above-mentioned levels. The values indicate the marks to be allocated when passing each of the test cases to ensure that the assessment of this assignment complies with our rule of thumb.

The rule of thumb may be adjusted. It is acceptable to strike a balance over a number of assignments instead of balancing each assignment individually.

### 6. MEMORANDUM

The rubric shown in Table Error! Reference source not found. was compiled with the intention to use it to formulate a memo for Fitchfork. When doing so, the program is executed for each test case. In forthcoming research we will apply it to guide the design of a new schema for the formulation of memos for Fitchfork. Here it is used as a guide to compile the instructions for manual assessment shown in Table Error! Reference source not found.

### Table 3. Instructions for manual assessment

<table>
<thead>
<tr>
<th>Criterion</th>
<th>Mark</th>
</tr>
</thead>
<tbody>
<tr>
<td>Prompt is clear, ends with colon and space and expects user input on the same line.</td>
<td>3</td>
</tr>
<tr>
<td>bool isVowel(char) function returns the expected result for uppercase and lowercase alphabetical characters as well as for non-alphabetical characters and the null character.</td>
<td>10</td>
</tr>
<tr>
<td>void toPigLatin(const char[],char[]) function has the expected postcondition when called</td>
<td>13</td>
</tr>
<tr>
<td>with a word starting with a vowel and with words with 1, 2, 3 or more consonants.</td>
<td></td>
</tr>
<tr>
<td>The output should be given in lower case if input is lower case, upper case or mixed case.</td>
<td>7</td>
</tr>
<tr>
<td>An error message is displayed when a word containing non-alphabetical characters or empty input is given. It should be descriptive of the error and echo the input.</td>
<td>2</td>
</tr>
<tr>
<td>Total</td>
<td>35</td>
</tr>
</tbody>
</table>

7. Conclusion

We have come a long way in refining the system and the methods we use for designing programming assignments so that they can assess the competencies of our students efficiently and accurately.

As a first step in addressing the deficiencies of Fitchfork [7], a decision was taken to redesign the schema for the formulation of its memoranda. This paper is the outcome of preliminary work needed to illustrate the viability of a new schema.

This article showcases an assignment. We give details of how it was developed. We describe the grounds for our decisions during its development. We designed a rubric aimed to be translated into a memo for Fitchfork. Although the design of the assignment is intended for use in our automatic assessment environment, we deem it a good strategy that could be applied if the work is assessed manually. We show how the rubric for automatic assessment can be transformed to serve as a rubric for manual assessment.

The need to gear our assignments towards automatic assessment led to the development of strategies to create assignments which are clear and assessment instructions which are clear. We share this experience in the hope that it may inspire other educators to be more conscious of how they assess. We also hope they can reap the benefits of our experience to renew their assessment in the same way as we constantly aspire to do ourselves.
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